# How to create and host a WCF Duplex Service using wsDualHttpBinding

## Introduction

This sample shows how to create and host a WCF Duplex Service using wsDualHttpBinding.

WSDualHttpBinding supports duplex services. A duplex service is a service that uses duplex message patterns.

These patterns provide the ability for a service to communicate back to the client via a callback.

## Running the Sample

Step 1: Run VS2013 as administrator, then open the solution.

Step 2: Press Ctrl+F5 start the work role on compute emulator.

Step 3: Right click Client project, choose debug->start new instance.

Step 4: This is the screenshot when the solution is ran successfully.

![](data:image/png;base64,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)

## Using the Code

Step 1:  Create the WCF service class library.

|  |
| --- |
| -Code block start-  --C# code snippet start--  [ServiceContract(CallbackContract = typeof(IServiceCalulateCallBack), SessionMode = SessionMode.Required)]  public interface IServiceCalculate  {  /// <summary>  /// Get a value dbeOneParameter plus dbeTwoParameter when the mehtod finishes waiting for an underlying response message.  /// </summary>  /// <param name="dbeOneParameter"></param>  /// <param name="dbeTwoParameter"></param>  /// <param name="strSymbol"></param>  [OperationContract]  void SumByInputValue(double dbeOneParameter, double dbeTwoParameter, string strSymbol);  /// <summary>  /// Get a value dbeOneParameter plus dbeTwoParameter without the method finishing waiting for an underlying response message.  /// </summary>  /// <param name="dbeOneParameter"></param>  /// <param name="dbeTwoParameter"></param>  /// <param name="strSymbol"></param>  [OperationContract(IsOneWay = true)]  void SumByInputValueOneway(double dbeOneParameter, double dbeTwoParameter, string strSymbol);  }  public interface IServiceCalulateCallBack  {  /// <summary>  /// The value will be displayed according to the format value chosen when the method finishes waiting for an underlying response message.  /// </summary>  /// <param name="strSymbol"></param>  /// <param name="dbeSumValue"></param>  [OperationContract]  void DisplayResultByOption(string strSymbol, double dbeSumValue);    /// <summary>  /// The value will be displayed according to the format value chosen without the method finishing waiting for an underlying response message.  /// </summary>  /// <param name="strSymbol"></param>  /// <param name="dbeSumValue"></param>  [OperationContract(IsOneWay=true)]  void DisPlayResultByOptionOneWay(string strSymbol, double dbeSumValue);  }  --C# code snippet end--  --VB code snippet start--  <ServiceContract(CallbackContract:=GetType(IServiceCalulateCallBack), SessionMode:=SessionMode.Required)>  Public Interface IServiceCalculate  ''' <summary>  ''' Get a value dbeOneParameter plus dbeTwoParameter when the mehtod finishes waiting for an underlying response message.  ''' </summary>  ''' <param name="dbeOneParameter"></param>  ''' <param name="dbeTwoParameter"></param>  ''' <param name="strSymbol"></param>  ''' <remarks></remarks>  <OperationContract>  Sub SumByInputValue(ByVal dbeOneParameter As Double, ByVal dbeTwoParameter As Double, ByVal strSymbol As String)  ''' <summary>  ''' Get a value dbeOneParameter plus dbeTwoParameter without the method finishing waiting for an underlying response message.  ''' </summary>  ''' <param name="dbeOneParameter"></param>  ''' <param name="dbeTwoParameter"></param>  ''' <param name="strSymbol"></param>  ''' <remarks></remarks>  <OperationContract(IsOneWay:=True)>  Sub SumByInputValueOneway(ByVal dbeOneParameter As Double, ByVal dbeTwoParameter As Double, ByVal strSymbol As String)  End Interface  Public Interface IServiceCalulateCallBack  ''' <summary>  ''' The value will be displayed according to the format value chosen when the method finishes waiting for an underlying response message.  ''' </summary>  ''' <param name="strSymbol"></param>  ''' <param name="dbeSumValue"></param>  ''' <remarks></remarks>  <OperationContract>  Sub DisplayResultByOption(ByVal strSymbol As String, ByVal dbeSumValue As Double)  ''' <summary>  ''' The value will be displayed according to the format value chosen without the method finishing waiting for an underlying response message.  ''' </summary>  ''' <param name="strSymbol"></param>  ''' <param name="dbeSumValue"></param>  ''' <remarks></remarks>  <OperationContract(IsOneWay:=True)>  Sub DisPlayResultByOptionOneWay(ByVal strSymbol As String, ByVal dbeSumValue As Double)  --VB code snippet end--  -Code block end- |

Step2:  Host the WCF on the work role.

The following code shows how to run the service on work role.

|  |
| --- |
| -Code block start-  --C# code snippet start--  public override void Run()  {  Trace.TraceInformation("HostWCFService is running");  Trace.TraceInformation(" Try to start hosting WCF service...");  this.serviceHost = new ServiceHost(typeof(ServiceCalculate.ServiceCalculate));  try  {    this.serviceHost.Open();  Trace.TraceInformation("WCF service hosting started successfully.");  }  catch (TimeoutException timeoutException)  {  Trace.TraceError("The service operation timed out. {0}",  timeoutException.Message);  }  catch (CommunicationException communicationException)  {  Trace.TraceError("Could not start WCF service host. {0}",  communicationException.Message);  }  try  {  this.RunAsync(this.cancellationTokenSource.Token).Wait();  }  finally  {  this.runCompleteEvent.Set();  }  }  --C# code snippet end--  --VB code snippet start--  Public Overrides Sub Run()  Trace.TraceInformation("HostWCFService is running")  Trace.TraceInformation(" Try to start WCF service host...")  Me.serviceHost = New ServiceHost(GetType(ServiceCalculate.ServiceCalculate))  Try  Me.serviceHost.Open()  Trace.TraceInformation("WCF service host started successfully.")  Catch timeoutException As TimeoutException  Trace.TraceError("The service operation timed out. {0}", timeoutException.Message)  Catch communicationException As CommunicationException  Trace.TraceError("Could not start WCF service host. {0}", communicationException.Message)  End Try  Try  Me.RunAsync(Me.cancellationTokenSource.Token).Wait()  Finally  Me.runCompleteEvent.Set()  End Try  End Sub  --VB code snippet end--  -Code block end- |

Step3:  The following code shows the config file on the work role.

|  |
| --- |
| -Code block start-  --XML code snippet start--  <system.serviceModel>  <services>  <service name="ServiceCalculate.ServiceCalculate" behaviorConfiguration="CalculatorServiceBehavior" >  <host>  <baseAddresses>  <add baseAddress="http://localhost/CalculatorService"/>  </baseAddresses>  </host>  <endpoint address="" binding="wsDualHttpBinding" contract="ServiceCalculate.IServiceCalculate"> </endpoint>  </service>  </services>  <behaviors>  <serviceBehaviors >  <behavior name="CalculatorServiceBehavior">  <serviceMetadata httpGetEnabled="true"/>  </behavior>  </serviceBehaviors>  </behaviors>  </system.serviceModel>  --XML code snippet end--  Insert other Programming Language Code Snippet here  -Code block end- |

Step3:  Call WCF Service on the client project.

|  |
| --- |
| -Code block start-  --C# code snippet start--  static void Main(string[] args)  {  InstanceContext instance = new InstanceContext(new Program());  CalculatorServiceClient.ServiceCalculateClient client = new CalculatorServiceClient.ServiceCalculateClient(instance);  try  {  WSDualHttpBinding binding = client.Endpoint.Binding as WSDualHttpBinding;  binding.ClientBaseAddress = new Uri("http://localhost:8081/client");  double dbeOneParameter = 0;  double dbeTwoParameter = 0;  Console.WriteLine("input the first parameter.");  inputParameter(out dbeOneParameter);  Console.WriteLine("input the second parameter.");  inputParameter(out dbeTwoParameter);  Console.WriteLine();  Console.ForegroundColor = ConsoleColor.DarkGreen;  Console.WriteLine("Starting to call WCF Service method SumByInputValue.");  client.SumByInputValue(dbeOneParameter, dbeTwoParameter, strSymbol);  Console.WriteLine("Calling WCF Service method SumByInputValue finished.");  Console.WriteLine();  Console.ResetColor();  Console.ForegroundColor = ConsoleColor.DarkRed;  Console.WriteLine("Starting to call WCF Service method SumByInputValueOneway.");  client.SumByInputValueOneway(dbeOneParameter, dbeTwoParameter, strSymbol);  Console.WriteLine("Calling WCF Service method SumByInputValueOneway finished.");  }  catch (Exception ex)  {  }  Console.ReadLine();  Console.ResetColor();  }    public void DisplayResultByOption(string strSymbol, double dbeSumValue)  {  Console.Write("Call WCFCallback method DisplayResultByOption: ");  Console.WriteLine(string.Format(strSymbol, dbeSumValue)+".");  }  public void DisPlayResultByOptionOneWay(string strSymbol, double dbeSumValue)  {  Console.Write("Call WCFCallback method DisPlayResultByOptionOneWay:");  Console.WriteLine(string.Format(strSymbol, dbeSumValue) + ".");  }  --C# code snippet end--  --VB code snippet start--  Sub CallWCF()  Dim instance As New InstanceContext(New Program())  Dim client As New CalculatorServiceClient.ServiceCalculateClient(instance)  Try  Dim binding As WSDualHttpBinding = TryCast(client.Endpoint.Binding, WSDualHttpBinding)  binding.ClientBaseAddress = New Uri("http://localhost:8081/client")  Dim dbeOneParameter As Double = 0  Dim dbeTwoParameter As Double = 0  Console.WriteLine("input the first parameter")  inputParameter(dbeOneParameter)  Console.WriteLine("input the second parameter")  inputParameter(dbeTwoParameter)  Console.WriteLine()  Console.ForegroundColor = ConsoleColor.DarkGreen  Console.WriteLine("Starting to call WCF Service method SumByInputValue.")  client.SumByInputValue(dbeOneParameter, dbeTwoParameter, strSymbol)  Console.WriteLine("Calling WCF Service method SumByInputValue finished.")  Console.WriteLine()  Console.ResetColor()  Console.ForegroundColor = ConsoleColor.DarkRed  Console.WriteLine("Starting to call WCF Service method SumByInputValueOneway.")  client.SumByInputValueOneway(dbeOneParameter, dbeTwoParameter, strSymbol)  Console.WriteLine("Calling WCF Service method SumByInputValueOneway finished.")  Catch ex As Exception  End Try  Console.ReadLine()  Console.ResetColor()  End Sub    Public Sub DisplayResultByOption(ByVal strSymbol As String, ByVal dbeSumValue As Double) Implements CalculatorServiceClient.IServiceCalculateCallback.DisplayResultByOption  Console.Write("Call WCFCallback method DisplayResultByOption:")  Console.WriteLine(String.Format(strSymbol, dbeSumValue) + ".")  End Sub  Public Sub DisPlayResultByOptionOneWay(ByVal strSymbol As String, ByVal dbeSumValue As Double) Implements CalculatorServiceClient.IServiceCalculateCallback.DisPlayResultByOptionOneWay  Console.Write("Call WCFCallback method DisPlayResultByOptionOneWay:")  Console.WriteLine(String.Format(strSymbol, dbeSumValue) + ".")  End Sub  --VB code snippet end--  -Code block end- |

## More Information

<https://msdn.microsoft.com/en-us/library/ms731354(v=vs.110).aspx>

<https://msdn.microsoft.com/en-us/library/ms731360(v=vs.110).aspx>

<https://msdn.microsoft.com/en-us/library/ms731298(v=vs.110).aspx>